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Despite design patterns being useful in most cases, the potential problem you run into by using one is finding that it's too complex for the problem that you’re trying to solve. Design patterns are best used when code needs to increase in scale over time, be edited regularly, especially by multiple editors, or have high flexibility. If the problem has a simple solution, strictly adhering to a design pattern can cause your solution to be more difficult to maintain, take longer to reuse, and more difficult to understand. Naturally, that runs counter to the purpose of using a design pattern in the first place. So, the best course of action is to identify what design pattern works best for the problem or if a unique direct solution is best.